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* rm(list = ls())

rm() function is used for remove data in R environment.

# Matrix:

Matrix is 2 dimensional data structure in R programming. Matrix is a similar collection of data types for ex. Numeric, character, float, double etc.

**Vector**: Vector is a basic data type structure in R programming. For creating a vector in R programming, R provide c() function.

**Syntax**: vector\_name <- c(“value1”, “value2”,……,“value\_n”) Where, vector\_name is used to define name of the vector.

c() is used to create a function for passing values or arguments. Value may be integer, string, float values etc.

Example: demo <- c (10,20,30,40)

# Que 1 Create 2 matrix of 3\*3 from two vectors Command: Matrix 1

> V1 <- c(10,11,12)

>V2 <- c(9,8,7,14,13,15)

>Matrix\_A <- data.frame(V1,V2)

>Matrix\_A=array(c(V1,V2),dim = c(3,3))

>View(Matrix\_A)

# Output:
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**Create .csv file:** write.csv(Matrix\_A,"NewMatrix\_A.csv") NewMatrix\_A <- read.csv("NewMatrix\_A.csv") print(NewMatrix\_A)

# Command: Matrix 1

> A1 <- c(9,8,7)

> A2 <- c(6,5,4,10,12,13)

* Matrix\_B <- data.frame(A1,A2)

>Matrix\_B=array(c(A1,A2),dim = c(3,3))

>View(Matrix\_B)

# Output:

![](data:image/png;base64,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)

**Create .csv file:** write.csv(Matrix\_B,"NewMatrix\_B.csv") NewMatrix\_B <- read.csv("NewMatrix\_B.csv") print(NewMatrix\_B)

# Que 2 Display Addition of 2 matrix

Using plus (+) sign to calculate addition of two matrix

# Command:

* Matrix\_A + Matrix\_B

# Output:

[,1] [,2] [,3]

[1,] 19 15 24

[2,] 19 13 25

[3,] 19 11 28

# Que 3 Display Subtraction of 2 matrix

Using minus (-) sign to calculate Subtraction of two matrix

# Command:

* Matrix\_A - Matrix\_B

# Output:

[,1] [,2] [,3]

|  |  |  |  |
| --- | --- | --- | --- |
| [1,] | 1 | 3 | 4 |
| [2,] | 3 | 3 | 1 |
| [3,] | 5 | 3 | 2 |

# Que 4 Display Multiplication of 2 matrix

Using **%\*%** this operator to calculate Multiplication of two matrix. This operator satisfied their condition that the number of columns in the first matrix is equal to the number of rows in second

* Matrix\_A %\*% Matrix\_B

# Output:

[,1] [,2] [,3]

[1,] 260 161 390

[2,] 254 158 375

[3,] 269 167 399

# Que 5 Display Transpose of Matrix

Transpose of matrix is use to convert rows into columns and columns into rows into matrix.

Use **t ()** function to convert transpose matrix.

**Syntax**: t(x)

Where x is data frame or matrix name

# Matrix 1

* t(Matrix\_A)

# Output:

[,1] [,2] [,3]

|  |  |  |  |
| --- | --- | --- | --- |
| [1,] | 9 | 8 | 7 |
| [2,] | 6 | 5 | 4 |
| [3,] | 10 | 12 | 13 |

# Matrix 2

* t(Matrix\_B)

# Output:

[,1] [,2] [,3]

|  |  |  |  |
| --- | --- | --- | --- |
| [1,] | 10 | 11 | 12 |
| [2,] | 9 | 8 | 7 |
| [3,] | 14 | 13 | 15 |

# Que 6 Display Inverse of Matrix

**Inverse**: Changing in the opposite way in relation to something else. Function **solve()** is used to display inverse of matrix

# Matrix 1

>Inverse\_A <- solve(Matrix\_A)

>print(Inverse\_A)

# Output:

|  |  |  |  |
| --- | --- | --- | --- |
| [,1] | [,2] | [,3] | |
| [1,] -0.5087719 | | 0.6491228 | -0.0877193 |
| [2,] 0.1578947 | | 0.3157895 | -0.4210526 |
| [3,] 0.3333333 | | -0.6666667 | 0.3333333 |
| **Matrix 2 Output:** | |  |  |

* Inverse\_B <- solve(Matrix\_B) print(Inverse\_B)

# Output:

|  |  |  |  |
| --- | --- | --- | --- |
| [,1] | [,2] | [,3] | |
| [1,] 5.666667 | | -12.66667 | 7.333333 |
| [2,] -6.666667 | | 15.66667 | -9.333333 |
| [3,] -1.000000 | | 2.00000 | -1.000000 |

**Que 7 Display even number from Matrix**

Using for loop and if statement it display even number.

**For loop:** A for loop is used to iterate over a [vector in R programming](https://www.datamentor.io/r-programming/vector).

**Syntax:** for (variable in vector) {

statements

}

Where, variable is value during in the loop.

Vector is sequence.

**If Statement**: It is used for test expression which is true or false.

**Syntax**: if(Condition/Expression )

{

statements

}

# Matrix 1: Command:

* for (val in Matrix\_A)

{

+ if(val %% 2 == 0)

{

print(val)

}

+ }

# Output:

[1] 8

[1] 6

[1] 4 [1] 10 [1] 12

# Matrix 2: Command:

* for (val in Matrix\_B) {

+ if(val %% 2 == 0){ print(val)

}

+ }

# Output:

[1] 10

[1] 12

[1] 8 [1] 14

# Que 8 Display sum of matrix element.

Display sum of matrix element using for loop and sum variable. Print() function is display output of a program

# Matrix 1 Command:

* sum=0
* for (val in Matrix\_A) {

+ sum=sum+val

+ }

* print(sum)

# Output:

[1] 99

# Matrix 2 Command:

* sum=0
* for (val in Matrix\_B) {

+ sum=sum+val

+ }

* print(sum)

# Output:

[1] 74